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Abstract: This chapter presents a brief overview of requirements engineering and 
provides an introduction to some of the critical aspects in the field. This includes 
offering and understanding of the different levels of requirements involved in 
requirements engineering; namely organizational, product and project level 
requirements, and illustrating the role of different stakeholders in requirements 
engineering. The chapter also aims to demonstrate how the three parts of this book 
are interrelated.  
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1.1 Introduction 

The objective of this chapter is twofold. First, it aims to provide a brief 
introduction to requirements engineering and secondly it aims to set a common 
context for the other chapters of the book. This introductory chapter is provided to 
set the stage for the remaining chapters and nightlight to some of the important 
areas covered by this book. The remaining chapters require a basic understanding 
of requirements engineering to benefit from the deeper insights provided in each 
of the other chapters. These chapters are divided into three parts, each with a 
different focus as shown in the table of Contents and described briefly in the 
Preface. 

Requirements engineering is accepted as one of the most crucial stages in 
software design and development as it addresses the critical problem of designing 
the right software for the customer. Requirements engineering is increasingly 
becoming a set of processes that operates on different levels, including 
organizational, product and project levels. Furthermore, it is a continuous process 
on organizational and product levels and limited process in time on the project 
level. However, most requirements engineering research to date is devoted to 
handling requirements on the project level, making this the main focus of this 
chapter. The different levels are revisited in Section 1.4. Requirements 
engineering on the project level is the process by which the requirements for a 
software project are gathered, documented and managed throughout the software 
development lifecycle.  

The development of a software requirements specification is widely recognized 
as the bases of system functionality. Software requirements are the critical 
determinants of software quality, given empirical studies showing that errors in 
requirements are the most numerous in the software life-cycle and also the most 
expensive and time-consuming to correct. According to the Standish group report 



in 1995 [10] 52.7% of projects cost (named as challenged projects), 189% of their 
original budget estimates, and only a disappointing 42% of the original features of 
challenged projects were implemented. The study demonstrates that 16.1% of all 
US software projects are developed on-schedule, on-budget and with all originally 
planned features, while 31.1% of projects are terminated before completion. It was 
also observed that the average project is delivered at approximately three times the 
budget and in three times the scheduled time.  

Such poor figures lead to questioning the causes of these deficiencies. Often 
these problems are a result of inadequate requirements [25]. According to a survey 
conducted with 350 organizations in the USA (with over 8000 projects), one third 
of the projects were never completed and one half succeeded only partially. About 
half of the managers that were interviewed identified poor requirements as a major 
source of problems, along with other factors such as low user involvement and 
unclear objectives. Similarly, according to another survey which was conducted 
with 3800 organizations over 17 countries in Europe, most problems are in the 
area of requirements specifications (50%) and requirements management (50%) 
[18]. In 1999, the Standish group report [11] revealed three of the top ten reasons 
for “challenged” projects and project failure were lack of user involvement, 
unstable requirements and poor project management. In a 2001 report, while user 
involvement was no longer a key concern, unstable requirements and poor project 
management remained amongst the primary reasons for project failure [12]. 

In a more recent survey of twelve UK companies requirements problems 
accounted for 48% of all software problems [20]. In one of the case studies, Tveito 
and Hasvold [38] observed that there was a huge gap between the day to day 
operations of a hospital and software developers’ domain knowledge of these 
operations, though every year healthcare organizations spend large amounts of 
money and resource on IT systems. Tveito and Hasvold argue that this gap is due 
to insufficient requirements gathering and misunderstanding requirements due to 
the lack of domain knowledge.  

These facts and figures only depict the sad reality of “software depression”. 
Furthermore, the cost of repairing requirements-related problems dramatically 
increases as the software development process progresses. A study by Boehm and 
Papaccio [6] revealed that it costs US$1 to locate and fix an error in the 
requirements definition stage, US$5 in the design phase, US$10in the coding 
phase, $20US during unit testing, and up to $200 US after system delivery. It is 
therefore evident that the RE process has important ramifications for the overall 
success of a software project. Although the above example dates back just over 15 
years, the ratio remains the same today.  

Requirements engineering is concerned with the identification of goals to be 
achieved by a proposed system, the operation and conversion of these goals into 
services and constraints, as well as the assignment of responsibilities for the 
resulting requirements to agents such as humans, devices and software. 
Requirements engineering has now moved from being the first phase in the 
software development lifecycle to a key activity that spans across the entire 
software development lifecycle in many organizations. New products or new 
releases of products are entering the market or delivered to customers at an 



increasingly fast pace. In order to improve requirements engineering processes, 
current practices in the real world need to be examined. Understanding and 
modeling current requirements engineering processes is an important step towards 
improving requirements engineering practices and therefore increasing the success 
of software projects [31].  

Researchers agree that the requirements engineering process should consist of 
structured and repeatable activities where both engineering and management 
aspects are properly handled [39]. Unfortunately, there is a lack of agreement 
regarding the appropriate requirements engineering process models to use across 
different industries, as the selection of available models spans from activity-based 
process models to decision-oriented paradigms, each with their own subset of 
model structures.  

The objective of this chapter is to provide the context in which the other 
chapters of this book operate. As briefly mentioned above, this context includes an 
understanding of the different process levels involved in requirements 
engineering. Moreover, the different stakeholders and their respective roles in 
requirements engineering must be understood. The activities involved in the 
processes are presented at a high level providing the reader insight into the work 
being performed as part of requirements engineering. This chapter provides a brief 
introduction to some fundamental building blocks of requirements engineering to 
allow the reader reap the full benefit and a clear understanding of the other 
chapters.  

The chapter is outlined as follows. Section 1.2 provides an introductory 
background to the area of requirements engineering. This is followed by a brief 
discussion about the roles of stakeholders in Section 1.3. In Section 1.4, different 
levels of requirements are presented. The management of requirements is 
discussed in Section 1.5 and Section 1.6 explores the future of the area. Finally, 
empirical evidence is touched upon in section 1.7 and some conclusions are 
presented in Section 1.8. 

1.2 Background 

This objective of this section is to present background information on 
requirements engineering. 

1.2.1 What is a Requirement?  

All projects begin with a statement of requirements. Requirements are descriptions 
of how a software product should perform. A requirement typically refers to some 
aspect of a new or enhanced product or service. The widely cited IEEE 610.12-
1990 standard [24] defines a requirement as:  

(1) “A condition or capability needed by a user to solve a problem or achieve 
an objective,  



(2) A condition or capability that must be met or possessed by a system or 
system component to satisfy a contract, standard, specification, or other formally 
imposed documents,  

A documented representation of a condition or capability as in (1) or (2)”. 

Therefore, requirements include not only user needs but also those arising from 
general organizational, government and industry standards. Clearly, a requirement 
is a collection of needs arising from the user and various other stakeholders 
(general organization, community, government bodies and industry standards), all 
of which must be met. Ideally, requirements are independent of design, showing 
“what” the system should do, rather than “how” it should be done. However, this 
is not always possible in practice That is, the meanings of “what” and “how” 
differ from person to person [15].  

Requirements can be classified in many ways, as illustrated in Table 1.1. While 
the literature draws a distinction between different types of requirements, in 
practice it is not always easy to identify such differences [3]. For example, a user 
requirement concerned with security may be classified as a non-functional 
requirement. However, during implementation other requirements may evolve, 
which are distinguishably functional such as user authorization [37]. More 
examples on this issue can be found in Chapter 6.  

Table 1.1 Types of Requirements 

Requirements Classification 

• Functional requirements -- what the system will do  
• Non-functional requirements -- constraints on the types of solutions that will 

meet the functional requirements e.g. accuracy, performance, security and 
modifiability  

• Goal level requirements -- related to business goals,  
• Domain level requirements -- related to problem area, 
• Product level requirements -- related to the product, 
• Design level requirements -- what to build 
• Primary requirements -- elicited from stakeholders 
• Derived requirements -- derived from primary requirements 
Others classifications e.g.  
• Business requirements versus. technical requirements,  
• Product requirements versus. process requirements -- i.e. business needs versus 

how people will interact with the system  
• Role based requirements e.g. client requirements, user requirements, IT 

requirements and security requirements  

Having understood the basics of what constitutes a requirement, the next step is 
to elaborate on the process used to manage and engineer requirements. 



1.2.2 Requirements Engineering Process 

Requirements engineering refers to all life-cycle activities related to requirements. 
This includes mainly gathering, documenting and managing requirements. With 
the growing awareness of the significance of requirements in the software process, 
requirements engineering increasingly becomes an area of focus in software 
engineering research.   

Common requirements engineering activities are elicitation, interpretation and 
structuring (analysis and documentation), negotiation, verification and validation, 
change management and requirements tracing. There are several process models 
available to describe the requirements engineering process. The requirements 
engineering process is often depicted in different forms, including a linear model, 
incremental model, non-linear model and spiral models. Kotonya and 
Sommerville [25] suggest a conceptual linear requirements engineering process 
model, which indicates iterations between activities. On the other hand, Macaulay 
[30] provides a purely linear requirements engineering process model that does 
not indicate the overlapping or iteration of activities, suggested by the Kotonya 
and Sommerville [25] model. While some researchers tend to portray the 
requirements engineering process as a linear model, non-linear models have also 
been suggested. Loucopoulos and Karakostas [27] depict the requirements 
engineering process as iterative and cyclical in nature. Alternatively, the spiral 
model represents a sequence of activities being performed in iterations, resulting 
in gradual progression requirements engineering model [5]. However, it has 
implications on the requirements engineering process model. A spiral approach 
would require requirements to be handled in each round in the spiral model, which 
is similar to the ideas presented by Kotonya and Sommerville [25]. They provide a 
second requirements engineering process model, which depicts the same 
requirements engineering activities as in their linear model only occurring in a 
spiral representation. The activities from the linear process model are repeated in 
iterations, forming a spiral. At the end of each iteration a decision is made as to 
whether to accept the requirements document or to perform a further iteration. 

Results from studies of the requirements engineering processes in practice have 
indicated that the systematic and incremental requirements engineering models 
presented in literature may not necessarily reflect the requirements engineering 
processes in current practice. Martin et al (2002), who examined the requirements 
engineering process in a case by case study, found that generally projects were 
handled by following a linear model, with some iteration of activities. Most of the 
projects they examined followed a generally linear process until the prototyping 
phase, which then resulted in an iterative process. Martin et al., [32] indicated that 
the Loucopoulos and Karakostas [27] model was a good representation of the ad 
hoc process and the iterative nature of prototyping, but did not show the 
progression of phases. On the other hand, Nguyen and Swatman [35] found that 
the requirements engineering process in their case study did not occur in a 
systematic, smooth and incremental way, rather it was opportunistic, with sporadic 
simplification and restructuring of the requirements model when it reached points 
of high complexity. Furthermore, Houdek and Pohl [22] performed a case study in 



the field but could not produce a monolithic requirements engineering process 
model of requirements engineering activities, as they were too heavily intertwined 
and not seen as separate tasks by the participants of the study 

Requirements engineering field studies have also gathered conflicting results as 
to the status of requirements engineering process standards in organizations. This 
indicates that the area is not fully matured in the sense that there is not one 
standard process that is universally used and accepted. Instead several different 
requirements engineering processes have been presented. Kotonya and 
Sommerville [25] put forward that not many organizations have a standard 
requirements engineering process definition. Consistent with this, Hofmann and 
Lehner [21] examined requirements engineering processes of 15 requirements 
engineering teams in industry and found that most participants saw the 
requirements engineering as ad hoc, with only some of the projects using an 
explicitly defined requirements engineering process or customizing a company 
wide requirements engineering process standard for the project. Furthermore, 
studies of requirements engineering in web development projects have further 
confirmed the ad hoc nature of requirements engineering [28]. In contrast to these 
findings, El Emam and Madhavji [17] concluded that organizations tend to use 
standard requirements engineering processes, as they are viewed as best practices. 
Chatzoglou [13] used a three-phased mail-out survey to examine the requirements 
engineering process in 64 projects to understand the differences between projects 
with different characteristics. Particular focus was placed on human resources. 
The main conclusions were that a standard process methodology should be used 
but should also be tailored to the specific needs of each project. Furthermore 
resources should be put into the initial iteration of the requirements engineering 
process.  

Since requirements engineering processes are fundamental to the success of 
software projects, it is therefore no surprise that improving the requirements 
engineering process can subsequently enhance the chances of developing 
successful software. Prior to devising strategies for software process 
improvement, research and analysis of present requirements engineering processes 
must be undertaken to provide a solid grasp of current requirements engineering 
practices.  

1.3 The Role of Stakeholders in RE 

In essence, requirements engineering aims to transform potentially incomplete, 
inconsistent and conflicting stakeholder goals into a complete set of high quality 
requirements. Information systems researchers define stakeholders “…as these 
participants in the development process together with any other individuals, 
groups or organizations whose actions can influence or be influenced by the 
development and use of the system whether directly or indirectly” [36]. Typical 
stakeholders are the product managers, various types of users and administrators 
from the client side, and the software team members from the software 



development side. This view is somewhat limiting when considering software 
development for markets. The traditional view of software development, and 
requirements engineering, is that of bespoke software development. This is the 
situation when software is developed with a specific customer in mind and when it 
is often possible to have direct contact with this one user/customer. This situation 
becomes different when developing software for a market or a set of customers, in 
particular if all customers are not known at the time of development. This has led 
to studies of market-driven software development, where one important issue is to 
identify and handle the different stakeholders under these situations. More 
information on market driven requirements can be found in Chapter 13. 

As software projects are becoming increasingly complex, software developers 
face the challenge of identifying the goals of stakeholders who come from a 
diverse range of backgrounds. It might be also very difficult to represent the 
essential requirements of software in a way which is accessible to all stakeholders, 
as software effectively is invisible [9]. The importance of stakeholder involvement 
in requirements engineering activities is widely accepted given that accurate 
identification of stakeholder needs largely determines the quality of the software 
product. 

One of the major problems in requirements engineering is the management of 
different types of inconsistencies resulting from requirements elicitation, 
modeling, specification, and prioritization activities. Inconsistencies become 
particularly apparent when having different stakeholders and viewpoints, since 
different stakeholders have different ways of expressing themselves and different 
opinions as well as priorities. Although some researchers point out that 
inconsistencies between requirements models may be desirable, as they allow 
further elicitation (in capturing requirements models) and they recommend 
tolerating some internal inconsistencies during requirements modeling [23, 33], 
the success of requirements engineering projects depends on accurate analysis of 
these perspectives for incompleteness and inconsistencies. Therefore, 
requirements need to be negotiated and validated before they are documented and 
developers commit to implementing them.  

1.4 Different Levels of Requirements 

Effective management of the software product development process contributes to 
sustainable competitive advantage for software companies. This implies that 
managers need to consider customers’ requirements, and business requirements, as 
well as the technological opportunities which may be distinct or overlap. It is 
important to stay on budget, reduce life cycle time and achieve product 
performance goals, to ensure that the software requirements are aligned with 
business goals. These challenges are not unique to software development and are 
in fact typical of complex system products. In the age of the Internet there have 
been significant changes in business environments creating more complex 
demands on the technologies that support business information systems. 



Consequently understanding, analyzing, modeling and managing requirements 
have become equally complex. In order to deliver high quality software systems 
on time and on budget, it is essential to have properly structured and controlled 
requirements specifications that are understandable, comprehensive and 
consistent.  

Table-1.2: Requirements classification in three levels 

 Strategic 
Management 

Tactical 
Management 

Operational 
Management 

Requirements at 
organizational 
level 

*business 
strategy 

*competitiveness 
*technology 
* marketing  
*economic value 

of the product 

* planned benefits 
of the product 

* tradeoff between 
technology-push and 
market-pull 

Requirements at 
product level 

* packaging 
requirements 
for a specific 
release 

* product 
architectures 

* resource 
management 

*implementation 
of a specific 
release  

*change management 
* accommodating  

syntactic or semantic 
changes 

* requirements 
volatility 

Requirements at 
project level 

*project planning 
*feasibility study 

* project 
management 

*validation in terms of 
which requirements 
will go to the next 
release 

The requirements engineering process is one of the main contributors to the 
success of software projects. This is particularly true in a global competitive 
market where time-to-market and meeting stakeholder requirements are key 
success factors. Thus, improving the requirements engineering process can 
significantly increase the likelihood of software project success. According to 
Edwards et al., [16] contemporary software design approaches often mix business 
issues with IT implementation issues to form monolithic systems that are no more 
responsive to change than their predecessors. IT systems in this industry would 
therefore need to be dynamic and quickly adaptable to their environments. The 
current expanded perspective of software products in business has various 
implications for managing software development processes, i.e. software 
requirements should not be solely handled in software projects. Based on 
Anthony’s [1] three level managerial decision making model, namely strategic, 
tactical and operational decisions, Aurum and Wohlin [2] illustrate how to conduct 
an analysis of the requirements engineering process and its underlying decision-
making processes using classical decision making frameworks. In this book, we 
adopts a similar view, i.e. that the management of software requirements is subject 
to organization-oriented, product-oriented and process-oriented activities and they 
need to be managed at strategic, tactical and operational levels. Table 1.2 



illustrates classification of software requirements in 3*3 matrixes where each cell 
includes few examples of requirements activities or decisions. The three levels can 
be briefly described as follows. 

a) Requirements at the organizational level: The senior management team of 
an organization may have strategic objectives and long-term goals in terms of 
market share and so forth. The goals and strategies at the organizational level will 
inevitably influence which products that an organization ought to develop. Thus, 
requirements posed on products must first be evaluated on an organizational level 
to ensure that the requirements are aligned with the goals and strategies of the 
organization. One of the main challenges faced when successfully developing 
software products is that of determining how the end product will support business 
objectives.  

b) Requirements at the product level. The requirements of software products 
must be aligned with the business goals of the software development organization. 
One of the crucial questions is how to balance customers’ concerns with 
developers’ concerns. Goal modeling techniques in requirements engineering 
serve as a mechanism by which one can link requirements to strategic objectives 
anchored in the context of the overall business strategy model. The requirements 
are typically both functional and non-functional requirements. Product 
management has to ensure that the requirements are aligned with the goals and 
objectives in terms of the product. This may mean selecting the requirements for 
the product that are best aligned with the overall goals and strategies of the 
organization. 

c) Requirements at the project level. Requirements on the product level must 
be packaged into parts that go into specific projects or releases of the software. It 
is important that requirements are prioritized and selected based on their 
fulfillment of both product and organizational goals and strategies. Requirements 
may be chosen for implementation based on whether they fulfill the needs of a 
specific and important customer, or whether they potentially open up a new 
market segment to the organization. These requirements define the conditions 
under which the project will be run, including issues related to project planning, 
risk management, budget and cost. 

The growth in strategic importance of IT implies that tools, techniques and 
processes need to be integrated with software system requirements so that they are 
aligned with the strategic business objectives and business model of the 
organizations they support. Business change is a part of system development. As 
systems become more integrated and involve more users from diverse 
backgrounds, software developers are pressured to understand the implications of 
their decisions in relation to cost/benefit analysis, particularly during early life 
cycle activities [8, 19, 26]. System engineering and management literature, in 
particular risk management literature, stress the importance of project planning 
effort, schedule planning, cost planning, and risk assessment in product 
development as being essential in the generation of products that meet customer 
requirements and align with strategic business goals.  



1.5 Requirements Management  

The quality of a software product is largely determined by the quality of the 
development process used to create it. Many projects fail due to mistakes in the 
elucidation of requirements, while others fail because of the requirements have 
become outdated by the time the project is delivered [9]. It is also a major 
challenge to developers to determine which requirements changes will cause a 
major problem in the project or the product itself [9]. Managing requirements 
engineering phases is crucial to the successful development of software products. 
In order to deliver high quality software systems on time and on budget it is 
essential to have properly structured and controlled requirements specifications 
that are understandable, comprehensive and consistent.  

As mentioned above, it is important to have a good understanding of 
stakeholder goals and ensure their involvement in the requirements engineering 
process. The management of requirements involves establishing a shared 
understanding between the stakeholders and the requirements they have specified 
for inclusion in the software product. The essential practices of requirements 
managements are: 

• Requirements elicitation, specification and modeling: This involves 
understanding the needs of stakeholders, eliciting requirements, modeling and 
collecting them in a repository. This is an important stage in software 
development however, for a variety of reasons, including cognitive, 
communicative and motivational reasons, the requirements tend to be 
incomplete and inconsistent. Therefore, there is always room for improvement 
in these activities. 

• Prioritization: It is not always easy for developers to decide which 
requirements are important to customers. This activity assists project managers 
with resolving conflicts (where customers and developers collaborate on 
requirements prioritization), plan for staged deliveries, and make necessary 
trade-off decisions. 

• Requirements dependencies and impact analysis: It is important to 
acknowledge that requirements change and that this may significantly impact 
the software project [14]. Several issues such as recording decisions, 
understanding the effect of business changes and the use of domain models are 
yet to be addressed [29].   

• Requirements negotiation: Requirements engineering is essentially a complex 
communication and negotiation process involving customers, designers, project 
managers and maintainers. The people, or stakeholders, involved in the process 
are responsible for deciding what to do, when to do it, what information is 
needed, and what tools need to be used [25]. In many situations conflict is 
inherent in requirements, thus they need to be negotiated between stakeholders. 
Some tools, such as Win-Win Groupware, have been developed to support 
stakeholders throughout the negotiation process [7]. The requirements 
negotiation activity is one of the most crucial activities in software 



development as it has a great impact on the final product. In reality, this activity 
is carried out in parallel with the activities mentioned above and continues until 
the requirements are implemented. Further information on negotiation can be 
found in Chapter 7. 

• Quality assurance: The objective is to ensure that high quality requirements 
are recorded in the specification document. The purpose of quality assurance is 
to establish reasonable and realistic levels of confidence when writing and 
managing requirements. It is important that both customers and developers are 
involved in quality assurance activities in requirements engineering as they 
influence the success of project. It is important to stress that quality assurance 
of requirements is not only an activity in the requirements phase in projects. 
Quality assurance must be addressed throughout the software life cycle. 
Requirements should be traced throughout development and the quality 
assured, for example, through inspections, reviews and testing. 

1.6 New Trends and the Next Practice  

The technological improvements in the global market are closely related to 
business environments. New concepts such as enterprise systems, e-business and 
telecommunications have led to new trends in research for researchers and 
practitioners. Furthermore, the complexity of working in a distributed and 
heterogeneous environment is causing profound changes in the skills needed and 
the technology used to develop and maintain software applications. In this ever-
changing business and technology environment, new trends have started emerging 
and have caused fundamental shifts in software development. In a similar fashion, 
requirements engineering has begun to evolve from its traditional role, as a mere 
front-end in the software development life cycle, towards becoming a key focus in 
the software development process; a process that requires a more precise 
understanding of the field itself. Today, the definition of what the software 
development life cycle constitutes is expanding and evolving as new technologies 
emerge, forcing software developers to scramble to position themselves in a 
rapidly changing business environment [34]. 

The requirements engineering process is a decision-rich complex problem 
solving activity. Decision making and managing the phases of requirements 
engineering is becoming increasingly crucial to the successful development of 
software products. The complexity of the activities involved in the requirements 
engineering process call for the need for organizations to coordinate the decision-
making process and increase visibility of the decisions and the roles played with 
respect to decision-making in requirements engineering more visible. In order to 
support the requirements engineering process, a better understanding of activities 
involved in the process itself as well as an appreciation for the decisions made 
throughout these activities is necessary [2]. In other words, software developers 
need to have a better understanding of the range of decisions made at the 



organizational, product and project levels to ensure effective management of the 
requirements engineering process. 

Software developers need a better understanding of what it takes to generate 
adequate management support and stakeholders’ participation in the requirements 
engineering process. The effective management of the requirements engineering 
process mandates procedures and tools to support the phases of the requirements 
engineering process model and also takes into account other issues e.g. social, 
political and cultural issues. There is a strong need for decision support throughout 
software development at the organizational, project and product levels. As new 
software developments approaches are emerging, such as agile methods, trends in 
business and technology force requirements engineering to expand its role in the 
software development life cycle.  

1.7 Empirical Evidence 

Empirical research aims to capture quantitative evidence and compares theory to 
reality, helping us to draw conclusions and to evaluate new methods and tools. 
Empirical research is important to the requirements engineering field because the 
results of such studies both help to characterize the potential problems (regarding 
requirements at the business, product and project levels) with which the field is 
concerned and evaluate new techniques in a relevant context. Empirical research 
provides valuable insight into aspects of requirements engineering. Furthermore, 
both academics and software practitioners need supporting evidence from case 
studies, field studies and experiments before adopting new technologies. 
Collecting empirical evidence from industry is often time consuming and can 
become very complicated. However, this is necessary to quantify and demonstrate 
their relative merits to the requirements engineering community.  

Depending on the purpose of the evaluation, whether it is techniques, methods 
or tools, and depending on the conditions for the empirical investigation, the three 
most common types of quantitative investigations (strategies) are: 
• Experiment [40]: Experiments are often highly controlled and hence also 

occasionally referred to as controlled experiment and often run in a laboratory 
setting. When experimenting, subjects are assigned to different treatments at 
random.  

• Case study [41]: The case study is normally conducted studying a real project. 
Case studies are used for monitoring projects, activities or assignments. Data is 
collected for a specific purpose throughout the study. 

• Survey [4]: A survey is often an investigation performed in retrospect, when 
e.g. a tool or technique, has been in use for some time. The primary means of 
gathering qualitative or quantitative data are interviews or questionnaires. 
 



1.8 Conclusion 

This chapter has two key contributions: (a) from a theoretical point of view, it 
provides a brief introduction to the area of requirements engineering, and (b) form 
a practical point of view, it aims to provide the reader with guidelines to some 
important aspects of requirements engineering that are needed to obtain the full 
benefit of the other chapters of this book.  

There are three parts in this book. Part 1 contains “state-of-the-art” chapters 
that address the key requirements engineering activities mentioned in Section 1.5, 
namely requirements elicitation, specification and modeling, prioritization, 
requirements dependencies, impact analysis, requirements negotiation and quality 
assurance issues. Part 2 is intended to address new trends in requirements 
engineering and pinpoints advantages and pitfalls of these trends. Finally, Part 3 
contains chapters focusing on empirical evidence from academic research as well 
industrial case studies. 
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